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ABSTRACT
In this paper we explore various facets of procedural content generation (PCG) in 
computer games, particularly focusing on the interplay between randomness and 
curation, the use of gradient noise, the concept of seeds, and advanced techniques 
like Wave Function Collapse (WFC). Further we discuss how PCG has evolved over 
time, influenced by both technical necessity and cultural innovation, we delve into 
the concept of order within noise, showcasing how rules and constraints can shape 
generated content to meet specific needs in game development. By examining these 
techniques, we offer insights into the potential and challenges of AI-aided game  
development and the future of PCG in the gaming industry.
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 Introduction

1 Patterns and habits in computer games have long captured the attention of research-
ers, helping us to understand many things like user experiences within the UX-para-
digm. This exploration has focused on how people interact with and play software 
and computer games. However, it is equally intriguing to shift our perspective a little 
bit away from the user towards patterns that emerge and constitute the games them-
selves. As we witness the rise of AI-aided development, evident in tools like ChatGPT 
for writing and DALL-E or Midjourney for visual content generation – or their already 
well-integrated life-cycle as a part of the Adobe Suite – many questions are raised about 
the current state and the future to come for games altogether and game development 
driven by these high-level algorithms.

2 In this context, procedural content generation (PCG) stands out as a cornerstone in 
computer games (Blatz and Korn, 2017). Reflecting on the evolutionary trajectory of 
software and game development, we encounter numerous pivotal moments that have 
shaped the landscape. In the beginning, due to technical necessity, some of the solu-
tions soon developed into a cultural technique on their own, reproduced and refined 
over many years and beyond a single games life cycle – some of them defining whole 
genres of games, as with Rogue-likes that we’ll discuss further on. Tracing back this way 
starting today with the rise of artificial intelligence, going back to seemingly much sim-
pler times of PCG, might help us to understand the impact these tools have right now, 
have had on game development and what is yet to come.

 Differences in Randomness

3 A significant distinction in PCG can be seen between a random generation and 
non-random generation or curated generation.

Procedural content generation is the automatic creation of digital assets for 
games, simulations or movies based on predefined algorithms and patterns 
that require a minimal user input. (Freiknecht 2021, p. 107)

4 While random generation works similar to the way one would roll a dice in a game or 
flip a coin, the curated generation works through setting up a system of rulesets con-
trolling the way content is generated on the get go. Chess or Go are games with fixed 
rulesets, ruling out random number generation as a factor for deciding the winner of 
the game. While they are also both games with perfect information (which means that 
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no information is hidden), another good example to look at is Sudoku, as it offers a fi-
nite solution that has to be discovered by the user through deciding the entropy of the 
missing fields, while not relying on working with a finite set of solutions.

5 While random generation and curated generation might occur in their purest forms, 
they can also be combined on many different levels and dimensions, adding finesse 
and opening up possibilities for the game development beyond the two basic forms. 

6 One of the most complex examples with a very simple ruleset is Conway’s Game of Life1 
(Gardner, 1970) premise to the mentioned Sudoku would be Minesweeper, with the dif-
ferentiation that the map has no finite set of solutions, but is generated randomly. As 
with many uses of procedural generation described further down, the power lies with-
in the controllability, as the user can select the difficulty by adjusting the size of the 
field and the number of bombs in the field.

 Generating with Noise

 Image 2: The left image shows a black and white noise map. The right image is the application of the noise 

 to a three dimensional terrain. Lighter parts in the map equal a higher altitude, darker equals a lower height. 

 
7 A well developed mixture of selection and randomness are different noise gradient 

variants. While the first of these can be traced back to Ken Perlin’s development of Per-
lin Noise (Perlin, 1985), there have been many improvements (Perlin, 2002)directions 
(Gustavson, 2005). While the focus might be on generating structures (Galerne et al., 

 1 https://playgameof life.com (visted 2024- 04-23)



5  PAT T E R N S 0 1 0 1

0 1  ( 2 0 2 4 )

2012) or lifelike, organic textures (Worley, 1996; Efros and Leung, 1999), the algorithms 
might still be applied in a way not intended. 

8 Continuing on the examples above, gradient noise is often applied for terrain gener-
ation in games. While a pseudorandom number generation might offer a good way to 
place things “seemingly random” as the mines in Minesweeper, gradient noises excel in 
terrain generation due to their customizability and smoother and more natural charac-
teristics. The application of multiple gradient noises on top of each other is a common 
technique in modern game development. 

9 Using different seeds and granularity (Scher, 2017) of noise for different entities, al-
most anything can be created procedurally. In Factorio, a sandbox-style construction 
and production game, the maps are generated procedurally (Earendel and Genhis, 
2023). Different variants of gradient noise are used to generate the height maps for 
land/sea/volcano ratio on different planets as well as the ever so important placement 
for metal spawns (TOGoS and Twinsen, 2018). The considerations of what has to go 
where, can be addressed by using different restrictions for different noises, providing 
scalability but also guaranteeing certain rules of distance they need for the game to be 
enjoyable. Terraria2 and Starbound3 use these techniques in similar fashions to generate 
two-dimensional worlds above and beyond the sea level, but also houses, paths and 
items and even different planets.

10 Procedural generation offers the ability to go infinite, in the sense of offering limitless 
levels, making PCG a popular choice for providing increasingly difficult levels or maps 
in many different games like Rogue4 – even spawning an own genre of rogue-like games 
– or Stardew Valley5, where a mine is seemingly endlessly deep. Similarly, in the Diablo 
series6, the levels and the loot are generated procedural, offering a high replayability 
character, as the linear path of succeeding in the game is broken up by PCG.

 Going further with more dimensions

11 While all the examples until now have been in the realm of two-dimensional applica-
tions, some gradient noises can even go beyond that. The terrain in Minecraft is proce-

 2 https://terraria.org / (Visited: 2024- 03-24)
 3 https://playstarbound.com/ (Visited: 2024- 03-24)
 4 https://en.wikipedia.org /wiki/Rogue_(video_game) (Visited: 2024- 03-24)
 5 https://w w w.stardew valley.net/ (Visited: 2024- 03-24)
 6 https://en.wikipedia.org /wiki/Diablo_(series) (Visited: 2024- 03-24)

https://terraria.org/
https://playstarbound.com/
https://en.wikipedia.org/wiki/Rogue_(video_game)
https://www.stardewvalley.net/
https://en.wikipedia.org/wiki/Diablo_(series)
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durally generated7, entering the realm of three dimensional terrain generation. Addi-
tional rules provide context for materials – a layer of sand being added on top of the 
more solid ground, where flowers etc. are placed. While being more in the spirit of the 
two-dimensional games above regarding aesthetics, Dwarf Fortress8 goes beyond the 
scope of generating geography – characters, history and the backstory of the charac-
ters going back multiple hundred years of family trees. Reserving two dimensions for 
time offers the possibility to loop seamlessly while applying disorder and movement 
through other noise dimensions.

 Static Randomness – Seeds

12 Unlike in security applications, where unguessable integers are a fundamental require-
ment, these generation algorithms work with pseudorandom number generation, i.e. 
they are predictable in relation to a randomly chosen seed. In many cases this will be 
truly random and reset on every run, thus allowing making a game with a truly unique 
experience in every run.

13 Some games opt for a fixed seed like Elder Scroll II: Daggerfall – each run of the program 
will result in the same layout of streets and locations, thus on one hand enabling to cre-
ate a game that could provide a map containing over 15,000 cities9 in less than 200 MiB 
(GOG.com download size in 2024).

14 In the case of Minecraft several sites and communities10 have sprung up collecting and 
documenting seeds of desirable spawn points. These desirabilities range from just be-
ing “beautiful” or being unique to just useful by having above average access to certain 
resources. The developers of Minecraft curated a list of some seeds for selection on the 
map generator, each providing the player a specific starting experience.11

 Applying Order to Noise

15 Different types of noises have been shown to be productive in the context of com-
puter game development. In combination with constraints or rules to be applied, the 

 7 https://minecraft.fandom.com/wiki/Noise_generator (Visited: 2024- 03-24)
 8 http://w w w.bay12games.com/dwarves/ (Visited: 2024- 03-24)
 9  https://en.wikipedia.org /wiki/The_Elder_ Scrolls_II:_Daggerfall (Visited: 2024- 03-24)
 10  https://w w w.reddit.com/r/minecraftseeds/ (Visited: 2024- 03-24)
 11 https://minecraft.fandom.com/wiki/Seed_Templates (Visited: 2024- 03-24)

https://minecraft.fandom.com/wiki/Noise_generator
http://www.bay12games.com/dwarves/
https://en.wikipedia.org/wiki/The_Elder_Scrolls_II:_Daggerfall
https://www.reddit.com/r/minecraftseeds/
https://minecraft.fandom.com/wiki/Seed_Templates
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aforementioned techniques can become more complex but also distinct and capable 
to solve specific needs in production with PCG.12

16 For this section we consider – for illustrative purposes – a Sudoku game. Here game 
rules state how each of the nine tiles, each consisting of the numbers 1-9 can be posi-
tioned in relation to each other. In the traditional game the tiles are squares and in each 
row and column of the game field the numbers may only appear once.

17 There are many possibilities in how to create such a selection of numbers, one possibil-
ity is to begin by putting random numbers in random positions in a way that the game’s 
parameters are not violated. After some iterations a solver can find a valid solution. In 
this iterative approach, the burden falls on a solver that unequivocally states the validi-
ty of the solution. Sudoku in the general  case is NP-complete (Yato and Seta, 2003), but 
in practice solvers exist (e.g., SAT s13 ) that are fast enough to run iteratively and pro-
vide information on the tractability of a specific instance, i.e. answering the questions: 
can the current selection be solved and is the solution singular.

18 Analogous, this illustrative approach can help understand the problem in tiling, by  
fixing some parts of the generation based on the specific ruleset. In case of map gener-
ation, this is done in a first pass, thus creating some information for certain tiles. This 
is the case in Factorio, generating enough terrain of a specific type around the spawn 
point to later create the necessary resources for game play. (TOGoS and Twinsen, 2018)

19 In the case of our earlier example, Minecraft, here special resources spawn on the map 
after generation of the terrain, thus having no influence on the noise algorithm e.g., 
Nether Portals are generated  at fixed positions on the map, the terrain around is altered 
slightly to match.

 Model synthesis and Wave Function Collapse

20 If we continue the thought from the previous Section, we arrive at a method called 
Wave Function Collapse14. This idea comes from the field of Quantum Mechanics, where 

 12 Interestingly enough, many topics discussed in game development or software development altogether share 
a lot of similarities to techniques and topics in AI research: https://de.wikipedia.org/wiki/Constraint-Satisfac-
tion-Problem

 13 SAT: (Boolean) Satisfiability Problem: Find a valid assignment of boolean variables such that an expression holds 
valid 

 14 WFC is closely related to Model Synthesis, for further reading: https://paulmerrell.org /model-synthesis/ (Visit-
ed: 2024- 03-24)

https://de.wikipedia.org/wiki/Constraint-Satisfaction-Problem
https://de.wikipedia.org/wiki/Constraint-Satisfaction-Problem
https://paulmerrell.org/model-synthesis/
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states can exist in a superposition. This superposition collapses to a certain state, when 
an element of the function gets assigned a value. Now starting at our Sudoku example 
from before, each field of the game grid is in a superposition and as soon as a field is as-
signed a value, in related fields (same row, column or subgrid) the number of possible 
assignments gets less.

21 In the graphic above some steps are illustrated. First all possibilities are open, i.e., each 
field is in a superposition. In the second image one position gets fixed to a specific val-
ue e.g., 2, so along the related axis the function collapses, i.e., the probabilities for values 
get shifted. The third image shows the case that the collapse functions only allow one 
value for a specific field, thus forcing the constrained selection, i.e. 2, since neither col-
umn nor square allows for another value.

22 This idea can be used by a tiling algorithm to make, e.g. a connected labyrinth. The idea 
is not bound to be used in only two dimensions, three (or multi-) dimensional struc-
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tures can also be created with WFC (BorisTheBrave, 2021), continuing the ideas con-
nected to noises mentioned above about going infinite with PCG (marian42, 2019) by 
attaching rulesets.

23 Similarly to the Sudoku example above, these pictures show the first few steps of a 
wave function collapse algorithm picking the tile and candidate (based on entropy), 
setting them in a  grid one after another following the given rules. The last image skips 
ahead and shows the solved labyrinth.
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 Conclusion

24 Our exploration of PCG in computer games provided valuable insights into the 
intersection of creativity, technology, and gameplay. As discussed, techniques such 
as randomness, curated generation, gradient noise, and advanced algorithms like 
Wave Function Collapse play pivotal roles in shaping virtual worlds and enhanc-
ing player experiences. Moreover, with the integration of AI technologies into 
game development engines like Unreal Engine and Unity, these techniques are be-
coming increasingly accessible and powerful.

25 However, the implications of PCG extend beyond entertainment. Computer 
games serve not only as platforms for immersive experiences but also as training 
grounds for AI models. (Cerny and Dechterenko, 2015) By leveraging PCG tech-
niques, developers can create vast and diverse datasets for training AI algorithms, 
enabling them to learn and adapt in dynamic virtual environments.

26 Looking ahead, the continued evolution of PCG and its integration with AI-driv-
en technologies hold immense potential for the gaming industry and beyond. As 
games become more complex and lifelike, powered by sophisticated AI algorithms, 
they offer new opportunities for interactive storytelling, immersive simulations, 
and innovative gameplay experiences. Future developments for AI generated con-
tent offer many possibilities, not only in the form of integration as a tool, but as a 
kind of reverse-engine itself. (Bruce et al., 2024) Moreover, the insights gained from 
studying PCG in games can inform advancements in AI research and application 
domains beyond entertainment, such as architecture, urban planning, and educa-
tion.

27 In essence, the convergence of PCG, AI, and computer games represents a fascinat-
ing frontier in technology and creativity. By harnessing the power of these syner-
gistic forces, developers can unlock new realms of possibility, shaping the future of 
gaming and AI-driven innovation.
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